**Spring, Spring Security, Spring AOP, ORM , IOC Container, Dependency Injection,**

**Spring framework comprises of many modules such as core, beans, context, expression language, AOP, Aspects, Instrumentation, JDBC, ORM, OXM, JMS, Transaction, Web, Servlet, Struts etc.**

# Topic: Inversion Of Control (IOC) , Dependency Injection in Spring, Spring with ORM Frameworks

<https://data-flair.training/blogs/spring-annotation/>

**importants** <https://springframework.guru/spring-framework-annotations/>

<https://www.youtube.com/watch?v=NHmlH-QKfRA> (Spring Boot Logs)

<https://www.baeldung.com/tag/spring-annotations/>

# Spring Tutorial

It was **developed by Rod Johnson in 2003**. Spring framework makes the easy development of JavaEE application.

## Spring Framework: Spring is a *lightweight* framework. It can be thought of as a *framework of frameworks* because it provides support to various frameworks such as Struts, Hibernate, Tapestry, EJB, JSF etc. The framework, in broader sense, can be defined as a structure where we find solution of the various technical problems.

The Spring framework comprises several modules such as IOC, AOP, DAO, Context, ORM, WEB MVC etc.

### Spring Bean

Spring Bean is nothing special, any object in the Spring framework that we initialize through Spring container is called Spring Bean. Any normal Java POJO class can be a Spring Bean if it’s configured to be initialized via container by providing configuration metadata information.

### 

### Spring Bean Scopes: There are five scopes defined for Spring Beans.

1. [**singleton**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples) – Only one instance of the bean will be created for each container. This is the default scope for the spring beans. While using this scope, make sure bean doesn’t have shared instance variables otherwise it might lead to data inconsistency issues.
2. **prototype** – A new instance will be created every time the bean is requested.
3. **request** – This is same as prototype scope, however it’s meant to be used for web applications. A new instance of the bean will be created for each HTTP request.
4. **session** – A new bean will be created for each HTTP session by the container.
5. **global-session** – This is used to create global session beans for Portlet applications.

**///////////////////////////////////////////////////////////////////////////////////**

### Advantages of Spring Framework

1) **Predefined Templates** Spring framework provides templates for JDBC, Hibernate, JPA etc. technologies. So there is no need to write too much code. It hides the basic steps of these technologies.

In JDBC Example ,You don't need to write the code for exception handling, creating connection, creating statement, committing transaction, closing connection etc. You need to write the code of executing query only. Thus, it save a lot of JDBC code.

2) **Loose Coupling** The Spring applications are loosely coupled because of dependency injection.

#### 3) Easy to test The Dependency Injection makes easier to test the application. The EJB or Struts application require server to run the application but Spring framework doesn't require server.

#### 4) Lightweight Spring framework is lightweight because of its POJO implementation. The Spring Framework doesn't force the programmer to inherit any class or implement any interface. That is why it is said non-invasive.

#### 5) Fast Development The Dependency Injection feature of Spring Framework and it support to various frameworks makes the easy development of JavaEE application.

#### 6) Powerful abstraction It provides powerful abstraction to JavaEE specifications such as JMS, JDBC, JPA and JTA.

#### 7) Declarative support: It provides declarative support for caching, validation, transactions and formatting.

**Inversion Of Control (IOC) & Dependency Injection**

These are the design patterns that are used to remove dependency from the programming code. They make the code easier to test and maintain.

Thus, IOC makes the code loosely coupled. In such case, there is no need to modify the code if our logic is moved to new environment.

In Spring framework, IOC container is responsible to inject the dependency. We provide metadata to the IOC container either by XML file or annotation.

#### Advantage of Dependency Injection

* makes the code loosely coupled so easy to maintain
* makes the code easy to test

**Spring - IOC Containers**

The Spring container is at the core of the Spring Framework. The container will create the objects, wire them together, configure them, and manage their complete life cycle from creation till destruction.

The Spring container uses DI to manage the components that make up an application.

The container gets its instructions on what objects to instantiate, configure, and assemble by reading the configuration metadata provided. The configuration metadata can be represented either by XML, Java annotations, or Java code.

The IoC container is responsible to instantiate, configure and assemble the objects. The IoC container gets informations from the XML file and works accordingly. The main tasks performed by IoC container are:

* To instantiate the application class
* To configure the object
* To assemble the dependencies between the objects

**There are two types of IoC containers.**

**BeanFactory Container:** is defined by the org.springframework.beans.factory.BeanFactory interface. The root interface for accessing the Spring container. Spring’s Dependency Injection functionality using this BeanFactory interface and its subinterfaces.

[**ApplicationContext Container**](https://www.tutorialspoint.com/spring/spring_applicationcontext_container.htm)**:** container is defined by the org.springframework.context.ApplicationContext interface.

The ApplicationContext container includes all functionality of the BeanFactory container, so it is generally recommended over BeanFactory.

BeanFactory can still be used for lightweight applications like mobile devices or applet-based applications where data volume and speed is significant.

So it is better to use ApplicationContext than BeanFactory.

**Using BeanFactory:** The XmlBeanFactory is the implementation class for the BeanFactory interface.

To use the BeanFactory, we need to create the instance of XmlBeanFactory class as given below: Resource resource=**new** ClassPathResource("applicationContext.xml");

BeanFactory factory=**new** XmlBeanFactory(resource);

The constructor of XmlBeanFactory class receives the Resource object so we need to pass the resource object to create the object of BeanFactory.

Features:Bean instantiation/wiring

**Using ApplicationContext:** The ClassPathXmlApplicationContext class is the implementation class of ApplicationContext interface. We need to instantiate the ClassPathXmlApplicationContext class to use the ApplicationContext as given below:

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

The constructor of ClassPathXmlApplicationContext class receives string, so we can pass the name of the xml file to create the instance of ApplicationContext.

The ApplicationContext is the central interface within a Spring application for providing configuration information to the application.

It implements the BeanFactory interface. Hence ApplicationContext includes all functionality of the BeanFactory and much more!

Its main function is to support the creation of big business applications.

**Features:**

Bean instantiation/wiring

Automatic BeanPostProcessor registration

Automatic BeanFactoryPostProcessor registration

Convenient MessageSource access (for i18n)

ApplicationEvent publication

**Note :**

* IOC container used to read xml document and pass values to pojo class.
* Pojo classes can asscociate other class obj.
* Pojo class loosely cooped to other classess.

Q: How does a spring container work? IOC container (ApllicationContext and beanfacatory)
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====================================================================================

**Dependency Injection in Spring: (JAVATPOINT)**

Dependency Injection (DI) is a design pattern that removes the dependency from the programming code so that it can be easy to manage and test the application. Dependency Injection makes our programming code loosely coupled. In such case we provide the information from the external source such as XML file. It makes our code loosely coupled and easier for testing.

**Two ways to perform Dependency Injection in Spring framework**

By Constructor , By Setter method

**Note:** We are providing the information into the bean by applicationContext.xml file. The constructor-arg element invokes the constructor.

**Dependency Injection By Constructor:**

**Exam-1: Dependency Injection of primitive and string value by constructor(Here Address is dependent on Employee object)**

<bean id="e" **class**="com.javatpoint.Employee">

<constructor-arg value="12" type="int"></constructor-arg>

<constructor-arg value="Sonoo"></constructor-arg>

</bean>

**Exam-2: Dependency Injection of dependent object by constructor (Here Address is dependent on Employee object)**

<beans>

<bean id="a1" **class**="com.javatpoint.Address">

<constructor-arg value="ghaziabad"></constructor-arg>

<constructor-arg value="UP"></constructor-arg>

<constructor-arg value="India"></constructor-arg>

</bean>

<bean id="e" **class**="com.javatpoint.Employee">

<constructor-arg value="12" type="int"></constructor-arg>

<constructor-arg value="Sonoo"></constructor-arg>

<constructor-arg>

<ref bean="a1"/>

</constructor-arg>

<beans>

**Exam-3: Dependency Injection with Collection by constructor Injection**

**Set,list,map**

**More Examples see in javatpoint (**<https://www.javatpoint.com/spring-tutorial-dependency-injection-by-constructor>**)**

**Dependency Injection By Setter Method:**

The **<property>** sub element of  **<bean>** is used for setter injection.

Examples Using:

* primitive and String-based values
* Dependent object (contained object)
* Collection values etc.

Example1: Appicationcontext.xml file

<bean id="obj" **class**="com.javatpoint.Employee">

<property name="id">

<value>20</value>

</property>

<property name="name">

<value>Arun</value>

</property>

<property name="city">

<value>ghaziabad</value>  A

</property>

</bean>

</beans>

===========================================================================================

**` Autowiring in Spring**

Autowiring feature of spring framework enables you to inject the object dependency implicitly. It internally uses setter or constructor injection.

Autowiring can't be used to inject primitive and string values. It works with reference only.

**Advantage of Autowiring**

It requires the less code because we don't need to write the code to inject the dependency explicitly.

**Disadvantage of Autowiring**

* No control of programmer.
* It can't be used for primitive and string values.

Autowiring mode: No, byType, byName, constructor, autodetect (deprecated since spring 3)

Problems of Dependency Lookup

There are mainly two problems of dependency lookup.

**tight coupling** The dependency lookup approach makes the code tightly coupled. If resource is changed, we need to perform a lot of modification in the code.

**Not easy for testing** This approach creates a lot of problems while testing the application especially in black box testing.

**Spring Bean Life Cycle**

The life cycle of a Spring bean is easy to understand. When a bean is instantiated, it may be required to perform some initialization to get it into a usable state. Similarly, when the bean is no longer required and is removed from the container, some cleanup may be required.

Though, there are lists of the activities that take place behind the scene between the time of bean Instantiation and its destruction,

This chapter will discuss only two important bean life cycle callback methods, which are required at the time of bean initialization and its destruction.

To define setup and teardown for a bean, we simply declare the <bean> with init-method and/or destroy-method parameters. The init-method attribute specifies a method that is to be called on the bean immediately upon instantiation. Similarly, destroy method specifies a method that is called just before a bean is removed from the container.

Following is the content of the MainApp.java file. Here you need to register a shutdown hook registerShutdownHook() method that is declared on the AbstractApplicationContext class. This will ensure a graceful shutdown and call the relevant destroy methods.

Example:

public static void main(String[] args) {

AbstractApplicationContext context = new classPathXmlApplicationContext("Beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

obj.getMessage();

context.registerShutdownHook();

}

**Default Initialization and Destroy Method**

If you have too many beans having initialization and/or destroy methods with the same name, you don't need to declare init-method and destroy-method on each individual bean. Instead, the framework provides the flexibility to configure such situation using default-init-method and default-destroy-method attributes on the <beans> element as follows −

<beans xmlns = "http://www.springframework.org/schema/beans" xmlns:xsi = "http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation = [http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.0.xsd](http://www.springframework.org/schema/beans%20%20%20http://www.springframework.org/schema/beans/spring-beans-3.0.xsd)

default-init-method = "init" default-destroy-method = "destroy">

<bean id = "..." class = "..."> <!-- collaborators and configuration for this bean go here --> </bean>

</beans>

**===========================================================================**

**Spring-Bean Post Processors:**

The BeanPostProcessor interface defines callback methods that you can implement to provide your own instantiation logic, dependency-resolution logic, etc. You can also implement some custom logic after the Spring container finishes instantiating, configuring, and initializing a bean by plugging in one or more BeanPostProcessor implementations.

You can configure multiple BeanPostProcessor interfaces and you can control the order in which these BeanPostProcessor interfaces execute by setting the order property provided the **BeanPostProcessor implements the** **Ordered** **interface**.

The BeanPostProcessors operate on bean (or object) instances, which means that the Spring IoC container instantiates a bean instance and then BeanPostProcessor interfaces do their work.

An ApplicationContext automatically detects any beans that are defined with the implementation of the BeanPostProcessor interface and registers these beans as postprocessors, to be then called appropriately by the container upon bean creation.

**=====================================================================================**

**Spring - Annotation Based Configuration(Aurowiring)**

Once <context:annotation-config/> is configured, you can start annotating your code to indicate that Spring should automatically wire values into properties, methods, and constructors.

Example:

<beans xmlns = "http://www.springframework.org/schema/beans" xmlns:xsi = "http://www.w3.org/2001/XMLSchema-instance"

xmlns:context = "http://www.springframework.org/schema/context" xsi:schemaLocation = "http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd http://www.springframework.org/schema/context

<http://www.springframework.org/schema/context/spring-context-3.0.xsd>">

<context:annotation-config/>

<!-- bean definitions go here -->

</beans>

**Annotation & Description**

* @Required: this annotation applies to bean property setter method.
* @Autowired: this annotation can apply to bean property setter method ,non setter method ,constructor and property.
* @Qualifier: Qualifier annotation along with @autowired can be used to remove confusion by specifying which exact bean will be wired.
* @JSR250 Annotation: Spring support JSR 250 based annotation which include @Resources, @PostConstruct and PreDestroy.

**Note:**  <!--change location of the root application context xml file -->

    <context-param>

        <param-name>contextConfigLocation</param-name>

        <param-value>/WEB-INF/mvc-dispatcher-servlet.xml</param-value>

    </context-param>

**Spring AOP**

AOP breaks the program logic into distinct parts (called concerns).It is used to increase modularity by **cross-cutting concerns**.

A **cross-cutting concern** is a concern that can affect the whole application and should be centralized in one location in code as possible, such as transaction management, authentication, logging, security etc.

**Why use AOP?**

It provides the pluggable way to dynamically add the additional concern before, after or around the actual logic. Suppose there are 10 methods in a class as given below:

**class** A{

**public** **void** m1(){...}

**public** **void** m2(){...}

**public** **void** m3(){...}

**public** **void** m4(){...}

**public** **void** m5(){...}

**public** **void** n1(){...}

**public** **void** n2(){...}

**public** **void** p1(){...}

**public** **void** p2(){...}

**public** **void** p3(){...}

}

There are 5 methods that starts from m, 2 methods that starts from n and 3 methods that starts from p.

Understanding Scenario I have to maintain log and send notification after calling methods that starts from m.

Problem without AOP We can call methods (that maintains log and sends notification) from the methods starting with m. In such scenario, we need to write the code in all the 5 methods.

But, if client says in future, I don't have to send notification, you need to change all the methods. It leads to the maintenance problem.

Solution with AOP We don't have to call methods from the method. Now we can define the additional concern like maintaining log, sending notification etc. in the method of a class. Its entry is given in the xml file.

In future, if client says to remove the notifier functionality, we need to change only in the xml file. So, maintenance is easy in AOP.

**AOP is mostly used in following cases:**

* to provide declarative enterprise services such as declarative transaction management.
* It allows users to implement custom aspects.

**AOP Concepts and Terminology**

* AOP concepts and terminologies are as follows:
* Join point
* Advice
* Pointcut
* Introduction
* Target Object
* Aspect
* Interceptor
* AOP Proxy
* Weaving

**Join point**

Join point is any point in your program such as method execution, exception handling, field access etc. Spring supports only method execution join point.

**Advice**

Advice represents an action taken by an aspect at a particular join point. There are different types of advices:

* Before Advice: it executes before a join point.
* After Returning Advice: it executes after a joint point completes normally.
* After Throwing Advice: it executes if method exits by throwing an exception.
* After (finally) Advice: it executes after a join point regardless of join point exit whether normally or exceptional return.
* Around Advice: It executes before and after a join point.

**Pointcut**

It is an expression language of AOP that matches join points.

**Introduction**

It means introduction of additional method and fields for a type. It allows you to introduce new interface to any advised object.

**Target** **Object**

It is the object i.e. being advised by one or more aspects. It is also known as proxied object in spring because Spring AOP is implemented using runtime proxies.

**Aspect**

It is a class that contains advices, joinpoints etc.

**Interceptor**

It is an aspect that contains only one advice.

**AOP Proxy**

It is used to implement aspect contracts, created by AOP framework. It will be a JDK dynamic proxy or CGLIB proxy in spring framework.

**Weaving**

It is the process of linking aspect with other application types or objects to create an advised object. Weaving can be done at compile time, load time or runtime. Spring AOP performs weaving at runtime.

### Spring AOP

Spring AOP can be used by 3 ways given below. But the widely used approach is Spring AspectJ Annotation Style. The 3 ways to use spring AOP are given below:

1. [By Spring1.2 Old style (dtd based) (also supported in Spring3)](https://www.javatpoint.com/spring-aop-example)
2. [By AspectJ annotation-style](https://www.javatpoint.com/spring-aop-aspectj-annotation-example)
3. [By Spring XML configuration-style(schema based)](https://www.javatpoint.com/spring-aop-aspectj-xml-configuration-example)

**================================================================**

**Spring with ORM Frameworks**

Spring provides API to easily integrate Spring with ORM frameworks such as Hibernate, JPA (Java Persistence API), JDO(Java Data Objects), Oracle Toplink and iBATIS.

**Advantage of ORM Frameworks with Spring**

There are a lot of advantage of Spring framework in respect to ORM frameworks. There are as follows:

* **Less coding is required**: By the help of Spring framework, you don't need to write extra codes before and after the actual database logic such as getting the connection, starting transaction, commiting transaction, closing connection etc.
* **Easy to test**: Spring's IoC approach makes it easy to test the application.
* **Better exception handling**: Spring framework provides its own API for exception handling with ORM framework.
* **Integrated transaction management**: By the help of Spring framework, we can wrap our mapping code with an explicit template wrapper class or AOP style method interceptor.

**Hibernate and Spring Integration**

We can simply integrate hibernate application with spring application.

In hibernate framework, we provide all the database information hibernate.cfg.xml file.

But if we are going to integrate the hibernate application with spring, we don't need to create the hibernate.cfg.xml file. We can provide all the information in the applicationContext.xml file.

### Advantage of Spring framework with hibernate

The Spring framework provides **HibernateTemplate** class, so you don't need to follow so many steps like create Configuration, BuildSessionFactory, Session, beginning and committing transaction etc.

So **it saves a lot of code**.

**Methods of HibernateTemplate class**

Let's see a list of commonly used methods of HibernateTemplate class.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | void persist(Object entity) | persists the given object. |
| 2) | Serializable save(Object entity) | persists the given object and returns id. |
| 3) | void saveOrUpdate(Object entity) | persists or updates the given object. If id is found, it updates the record otherwise saves the record. |
| 4) | void update(Object entity) | updates the given object. |
| 5) | void delete(Object entity) | deletes the given object on the basis of id. |
| 6) | Object get(Class entityClass, Serializable id) | returns the persistent object on the basis of given id. |
| 7) | Object load(Class entityClass, Serializable id) | returns the persistent object on the basis of given id. |
| 8) | List loadAll(Class entityClass) | returns the all the persistent objects. |

**Steps**

Let's see what are the simple steps for hibernate and spring integration:

**create table in the database** It is optional.

**create applicationContext.xml file** It contains information of DataSource, SessionFactory etc.

**create Employee.java file** It is the persistent class

**create employee.hbm.xml file** It is the mapping file.

**create EmployeeDao.java file** It is the dao class that uses HibernateTemplate.

**create InsertTest.java file** It calls methods of EmployeeDao class.

**applicationContext.xml**

In this file, we are providing all the informations of the database in the **BasicDataSource** object. This object is used in the **LocalSessionFactoryBean** class object, containing some other informations such as mappingResources and hibernateProperties. The object of **LocalSessionFactoryBean** class is used in the HibernateTemplate class.

![hibernate template](data:image/png;base64,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)

*applicationContext.xml*

<?xml version="1.0" encoding="UTF-8"?>

<beans

    xmlns="http://www.springframework.org/schema/beans"

    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

    xmlns:p="http://www.springframework.org/schema/p"

    xsi:schemaLocation="http://www.springframework.org/schema/beans

        http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

    <bean id="dataSource" **class**="org.apache.commons.dbcp.BasicDataSource">

        <property name="driverClassName"  value="oracle.jdbc.driver.OracleDriver"></property>

        <property name="url" value="jdbc:oracle:thin:@localhost:1521:xe"></property>

        <property name="username" value="system"></property>

        <property name="password" value="oracle"></property>

    </bean>

    <bean id="mysessionFactory"  **class**="org.springframework.orm.hibernate3.LocalSessionFactoryBean">

        <property name="dataSource" ref="dataSource"></property>

        <property name="mappingResources">

        <list>

        <value>employee.hbm.xml</value>

        </list>

        </property>

        <property name="hibernateProperties">

            <props>

                <prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>

                <prop key="hibernate.hbm2ddl.auto">update</prop>

                <prop key="hibernate.show\_sql">**true**</prop>

            </props>

        </property>

    </bean>

    <bean id="template" **class**="org.springframework.orm.hibernate3.HibernateTemplate">

    <property name="sessionFactory" ref="mysessionFactory"></property>

    </bean>

    <bean id="d" **class**="com.javatpoint.EmployeeDao">

    <property name="template" ref="template"></property>

    </bean>

    </beans>

6) InsertTest.java

This class uses the EmployeeDao class object and calls its saveEmployee method by passing the object of Employee class.

package com.javatpoint;

import org.springframework.beans.factory.BeanFactory;

import org.springframework.beans.factory.xml.XmlBeanFactory;

import org.springframework.core.io.ClassPathResource;

import org.springframework.core.io.Resource;

public class InsertTest {

public static void main(String[] args) {

    Resource r=new ClassPathResource("applicationContext.xml");

    BeanFactory factory=new XmlBeanFactory(r);

    EmployeeDao dao=(EmployeeDao)factory.getBean("d");

    Employee e=new Employee();

    e.setId(114);

    e.setName("varun");

    e.setSalary(50000);

    dao.saveEmployee(e);

}  }

**Enabling automatic table creation, showing sql queries etc.**

You can enable many hibernate properties like automatic table creation by hbm2ddl.auto etc. in applicationContext.xml file. Let's see the code:

<property name="hibernateProperties">

            <props>

                <prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>

                <prop key="hibernate.hbm2ddl.auto">update</prop>

                <prop key="hibernate.show\_sql">**true**</prop>

            </props>

If you write this code, you don't need to create table because table will be created automatically.

**Spring Data JPA Tutorial**

Spring Data JPA API provides JpaTemplate class to integrate spring application with JPA.

JPA (Java Persistent API) is the sun specification for persisting objects in the enterprise application. It is currently used as the replacement for complex entity beans.

The implementation of JPA specification are provided by many vendors such as:

Hibernate, Toplink, iBatis,OpenJPA etc.

**Advantage of Spring JpaTemplate:** You don't need to write the before and after code for persisting, updating, deleting or searching object such as creating Persistence instance, creating EntityManagerFactory instance, creating EntityTransaction instance, creating EntityManager instance, commiting EntityTransaction instance and closing EntityManager. So, it save a lot of code.

**--------------------------------------------------------------------------------------------------------------------**

**Spring Security**

Spring Security is a framework which provides various security features like: authentication, authorization to create secure Java Enterprise Applications.

It is a sub-project of Spring framework

which was started in 2003 by Ben Alex.

Later on, in 2004, It was released under the Apache License as Spring Security 2.0.0.

This framework targets two major areas are:

* **Authentication** is the process of knowing and identifying the user that wants to access.
* **Authorization** is the process to allow authority to perform actions in the application.

**Note: We can apply authorization to authorize web request, methods and access to individual domain.**

**Spring Security framework supports wide range of authentication models:**

* HTTP BASIC authentication headers
* HTTP Digest authentication headers
* LDAP (Lighweight Directory Access Protocol)
* Form-based authentication
* Automatic remember-me authentication
* HTTP X.509 client certificate exchange
* OpenID authentication
* Kerberos
* JOSSO (Java Open Source Single Sign-On)
* AppFuse
* AndroMDA
* Mule ESB
* DWR(Direct Web Request)

**Spring Security Features**

* LDAP (Lightweight Directory Access Protocol)
* JAAS (Java Authentication and Authorization Service) Login Module
* Basic Access Authentication
* Digest Access Authentication
* Web Form Authentication
* Authorization
* HTTP Authorization
* Software Localization
* Remember-me
* Single sign-on

### LDAP (Lightweight Directory Access Protocol): It is an open application protocol for maintaining and accessing distributed directory information services over an Internet Protocol.

### Single sign-on: This feature allows a user to access multiple applications with the help of single account(user name and password).

### JAAS (Java Authentication and Authorization Service) LoginModule: It is a Pluggable Authentication Module implemented in Java. Spring Security supports it for its authentication process.

### Basic Access Authentication:Spring Security supports Basic Access Authentication that is used to provide user name and password while making request over the network.

### Digest Access Authentication: This feature allows us to make authentication process more secure than Basic Access Authentication. It asks to the browser to confirm the identity of the user before sending sensitive data over the network.

### Remember-me: Spring Security supports this feature with the help of HTTP Cookies. It remember to the user and avoid login again from the same machine until the user logout.

### Web Form Authentication: In this process, web form collect and authenticate user credentials from the web browser. Spring Security supports it while we want to implement web form authentication.

### Authorization: Spring Security provides the this feature to authorize the user before accessing resources. It allows developers to define access policies against the resources.

### Software Localization: This feature allows us to make application user interface in any language.

### HTTP Authorization: Spring provides this feature for HTTP authorization of web request URLs using Apache Ant paths or regular expressions.

## Features added in Spring Security 5.0

**OAuth 2.0 Login:** This feature provides the facility to the user to login into the application by using their existing account at GitHub or Google. This feature is implemented by using the Authorization Code Grant that is specified in the OAuth 2.0 Authorization Framework.

**Reactive Support:** From version Spring Security 5.0, it provides reactive programming and reactive web runtime support and even, we can integrate with Spring WebFlux.

**Modernized Password Encoding:** Spring Security 5.0 introduced new Password encoder.

**DelegatingPasswordEncoder:**  Which is more modernize and solve all the problems of previous encoder **NoOpPasswordEncoder**.

**Spring Project Modules**

In Spring Security 3.0, the Security module is divided into separate jar files. The purpose was to divide jar files based on their functionalities, so, the developer can integrate according to their requirement.

The following are the jar files that are included into Spring Security module.

* spring-security-core.jar
* spring-security-remoting.jar
* spring-security-web.jar
* spring-security-config.jar
* spring-security-ldap.jar
* spring-security-oauth2-core.jar
* spring-security-oauth2-client.jar
* spring-security-oauth2-jose.jar
* spring-security-acl.jar
* spring-security-cas.jar
* spring-security-openid.jar
* spring-security-test.jar

**Core - spring-security-core.jar**

This is core jar file and required for every application that wants to use Spring Security. This jar file includes core access-control and core authentication classes and interfaces. We can use it in standalone applications or remote clients applications.

It contains top level packages:

* org.springframework.security.core
* org.springframework.security.access
* org.springframework.security.authentication
* org.springframework.security.provisioning

**Remoting - spring-security-remoting.jar**

This jar is used to integrate security feature into the Spring remote application. We don't need it until or unless we are creating remote application. All the classes and interfaces are located into **org.springframework.security.remoting** package.

**Web - spring-security-web.jar**

This jar is useful for Spring Security web authentication and URL-based access control. It includes filters and web-security infrastructure.

All the classes and interfaces are located into the **org.springframework.security.web** package.

**Config - spring-security-config.jar**

This jar file is required for Spring Security configuration using XML and Java both. It includes Java configuration code and security namespace parsing code. All the classes and interfaces are stored in **org.springframework.security.config** package.

**LDAP - spring-security-ldap.jar**

This jar file is required only if we want to use LDAP (Lighweight Directory Access Protocol). It includes authentication and provisioning code. All the classes and interfaces are stored into **org.springframework.security.ldap** package.

**OAuth 2.0 Core - spring-security-oauth2-core.jar**

This jar is required to integrate Oauth 2.0 Authorization Framework and OpenID Connect Core 1.0 into the application. This jar file includes the core classes for OAuth 2.0 and classes are stored into the **org.springframework.security.oauth2.core** package.

**OAuth 2.0 Client - spring-security-oauth2-client.jar**

This jar file is required to get client support for OAuth 2.0 Authorization Framework and OpenID Connect Core 1.0. This module provides OAuth login and OpenID client support. All the classes and interfaces are available from **org.springframework.security.oauth2.client** package.

**OAuth 2.0 JOSE - spring-security-oauth2-jose.jar**

It provides Spring Security's support for the JOSE (Javascript Object Signing and Encryption) framework. The JOSE framework provides methods to establish secure connection between clients. It contains following collection of specifications:

* JWT (JSON Web Token)
* JWS (JSON Web Signature)
* JWE (JSON Web Encryption)
* JWK (JSON Web Key)

All the classes and interfaces are available into these two packages:

**org.springframework.security.oauth2.jwt** and **org.springframework.security.oauth2.jose.**

ACL - spring-security-acl.jar

This jar is used to apply security to domain object in the application. We can access classes and code from the **org.springframework.security.acls** package.

**CAS - spring-security-cas.jar**

It is required for Spring Security?s CAS client integration. We can use it to integrate Spring Security web authentication with CAS single sign-on server. The source code is located into **org.springframework.security.cas** package.

**OpenID - spring-security-openid.jar**

This jar is used for OpenID web authentication support. We can use it to authenticate users against an external OpenID server. It requires OpenID4Java and top level package is **org.springframework.security.openid**.

**Test - spring-security-test.jar**

This jar provides support for testing Spring Security application.

==================================================

**Spring Question:**

**Topics Cover:** constructor and setter injection, Ioc container (beanFactory, ApplicationContext)

Q-1:
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**Q-2: Difference between constructor and setter injection?**

There are many key differences between constructor injection and setter injection

**Partial dependency:** can be injected using setter injection but it is not possible by constructor. Suppose there are 3 properties in a class, having 3 argument constructor and setters methods. In such case, if you want to pass information for only one property, it is possible by setter method only.

Constructor Better for too many properties and Setter Better for few properties

**Overriding**: Setter injection overrides the constructor injection. If we use both constructor and setter injection, IOC container will use the setter injection.

**Changes**: We can easily change the value by setter injection. It doesn't create a new bean instance always like constructor. So setter injection is flexible than constructor injection.

**Q: Why used Maven Project in Java?.**

* It is used for projects build, dependency and documentation.
* It simplifies the build process like ANT. But it is too much advanced than ANT.
* In short terms we can tell maven is a tool that can be used for building and managing any Java-based project.
* Maven is only a web deployment tool.

# Spring Java Mail Tutorial

Spring framework provides many useful interfaces and classes for sending and receiving mails.

The **org.springframework.mail** package is the root package that provides mail support in Spring framework.

## Spring Java Mail API

The interfaces and classes for java mail support in spring framework are as follows:
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1. **MailSender interface**: It is the root interface. It provides basic functionality for sending simple mails.
2. **JavaMailSender interface**: It is the subinterface of MailSender. It supports MIME messages. It is mostly used with **MimeMessageHelper** class for the creation of JavaMail **MimeMessage**, with attachment etc. The spring framework recommends **MimeMessagePreparator**mechanism for using this interface.
3. **JavaMailSenderImpl class**: It provides the implementation of JavaMailSender interface. It supports JavaMail MimeMessages and Spring SimpleMailMessages.
4. **SimpleMailMessage class**: It is used to create a simple mail message including from, to, cc, subject and text messages.
5. **MimeMessagePreparator interface**: It is the callback interface for the preparation of JavaMail MIME messages.
6. **MimeMessageHelper class**: It is the helper class for creating a MIME message. It offers support for inline elements such as images, typical mail attachments and HTML text content.

Note:**MIME** (Multi-Purpose Internet Mail Extensions) is an extension of the original Internet e-mail protocol that lets people use the protocol to exchange different kinds of data files on the Internet: audio, video, images, application programs, and other kinds, as well as the ASCII text handled in the original protocol,

#### You need to load mail.jar and activation.jar files to run this example.

**Spring MVC with Hibernate**

**ContextLoaderListener:**

ContextLoaderListener is a Servlet listener that loads all the different configuration files (service layer configuration, persistence layer configuration etc) into single spring application context. This helps to split spring configurations across multiple XML files.

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

**RequestContextListener**

<listener-class> org.springframework.web.context.request.RequestContextListener

</listener-class>

</listener>

==============================================================

**Note: If we want to remove xml configuration (web.xml & spring-servlet.xml) then we can create a class that extends** AbstractAnnotationConfigDispatcherServletInitializer class.

**Example:**

**package** com.ipssi.controller;

**import** org.springframework.context.annotation.ComponentScan;

**import** org.springframework.context.annotation.Configuration;

@Configuration

@ComponentScan({"com.ipssi"})

**public** **class** ConfigurationXml {

}

**package** com.ipssi.controller;

**import** org.springframework.web.servlet.support.AbstractAnnotationConfigDispatcherServletInitializer;

**public** **class** MyXmlConfigFile **extends** AbstractAnnotationConfigDispatcherServletInitializer {

@Override

**protected** Class<?>[] getRootConfigClasses() {

// **TODO** Auto-generated method stub

**return** **null**;

}

@Override

**protected** Class<?>[] getServletConfigClasses() {

// **TODO** Auto-generated method stub

**return** **new** Class[] {ConfigurationXml.**class**};

}

@Override

**protected** String[] getServletMappings() {

// **TODO** Auto-generated method stub

**return** **new** String[] {"/"};

}

}

# Spring MVC Form Tag Library

The Spring MVC form tags are the configurable and reusable building blocks for a web page. These tags provide JSP, an easy way to develop, read and maintain.

The Spring MVC form tags can be seen as data binding-aware tags that can automatically set data to Java object/bean and also retrieve from it. Here, each tag provides support for the set of attributes of its corresponding HTML tag counterpart, making the tags familiar and easy to use.

**Configuration of Spring MVC Form Tag**

The form tag library comes under the spring-webmvc.jar. To enable the support for form tag library, it is required to reference some configuration. So, add the following directive at the beginning of the JSP page:

**<**%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %**>**

Pom.xml

**<dependency>**

**<groupId>**org.springframework**</groupId>**

**<artifactId>**spring-webmvc**</artifactId>**

**<version>**5.1.1.RELEASE**</version>**

**</dependency>**

**List of Spring MVC Form Tags**

|  |  |
| --- | --- |
| form:form | It is a container tag that contains all other form tags. |
| form:input | This tag is used to generate the text field. |
| form:radiobutton | This tag is used to generate the radio buttons. |
| form:checkbox | This tag is used to generate the checkboxes. |
| form:password | This tag is used to generate the password input field. |
| form:select | This tag is used to generate the drop-down list. |
| form:textarea | This tag is used to generate the multi-line text field. |
| form:hidden | This tag is used to generate the hidden input field. |

**The form tag**

The Spring MVC form tag is a container tag. It is a parent tag that contains all the other tags of the tag library. This tag generates an HTML form tag and exposes a binding path to the inner tags for binding.

**<form:form** action="nextFormPath" modelAttribute=?abc**?>**

**Spring MVC Form Text Field**

The Spring MVC form text field tag generates an HTML input tag using the bound value. By default, the type of the input tag is text.

**<form:input** path="name" **/>**

Here, **path** attribute binds the form field to the bean property.

The Spring MVC form tag library also provides other input types such as email, date, tel, etc.

===================================================================================================

=======================================================

**Spring Mvc Hibernate Configuration:**

**dataSource** bean is defined for org.apache.commons.dbcp.BasicDataSource class for basic connection pooling.

org.springframework.orm.hibernate4.LocalSessionFactoryBean bean is used for Hibernate 4 SessionFactory. For Hibernate 3, you will find similar classes as org.springframework.orm.hibernate3.LocalSessionFactoryBean and org.springframework.orm.hibernate3.AnnotationSessionFactoryBean.

One important point is that when we are depending on Spring framework for Hibernate Session management, we should not define hibernate.current\_session\_context\_class, otherwise, you will get a lot of session transaction-related issues.

**personDAO** and **personService** beans are self understood.

**transactionManager** bean definition for org.springframework.orm.hibernate4.HibernateTransactionManager is required for Spring ORM to support hibernate session transaction management. For Hibernate 3, you will find similar class as org.springframework.orm.hibernate3.HibernateTransactionManager. Spring uses AOP for transaction management, you can now relate it with @Transactional annotation.

**Q: Difference b/w <context:annotation-config/> and <mvc:annotation-driven>?**

Ans <https://javabeat.net/spring-mvc-component-scan-annotations/>

<https://howtodoinjava.com/spring-mvc/spring-mvc-difference-between-contextannotation-config-vs-contextcomponent-scan/>

**Maven Dependency Description:**

1. **<dependency>common-dbcp</dependency> For database Connection pool**
2. **<dependency>Spring-orm </dependency>**
3. **<dependency>jstl</dependency> jsp standard tag library**

**Q. What is Stereotype annotations**  and **Stereotype annotations**  in a Spring

Spring @Component, @Repository, @Service and @Controller **Stereotype Annotations**. ... **Stereotype annotations** are markers for any class that fulfills a role within an application. This helps remove, or at least greatly reduce, the Spring XML configuration required for these components

### -Spring Annotations Descriptions (<https://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial>)

Moreover, *@GetMapping*, *@PostMapping*, *@PutMapping*, *@DeleteMapping*, and *@PatchMapping* are different variants of *@RequestMapping*with the HTTP method already set to GET, POST, PUT, DELETE, and PATCH respectively.

These are available since Spring 4.3 release.

1. [**Spring @Bean**](https://www.journaldev.com/21577/spring-bean-annotation): Spring @Bean Annotation is applied on a method to specify that it returns a bean to be managed by Spring context. Spring Bean annotation is usually declared in Configuration classes methods.
2. [**Spring @Service**](https://www.journaldev.com/21435/spring-service-annotation):Spring @Service annotation is a specialization of @Component annotation. Spring Service annotation can be applied only to classes. It is used to mark the class as a service provider.
3. [**Spring @Component**](https://www.journaldev.com/21429/spring-component): Spring Component annotation is used to denote a class as Component. It means that the Spring framework will autodetect these classes for dependency injection when annotation-based configuration and classpath scanning is used.
4. [**Spring @RestController**](https://www.journaldev.com/21536/spring-restcontroller): Spring RestController annotation is a convenience annotation that is itself annotated with @Controller and @ResponseBody. This annotation is applied to a class to mark it as a request handler.
5. [**Spring @Controller**](https://www.journaldev.com/21515/spring-controller-spring-mvc-controller): Spring Controller annotation is a specialization of @Component annotation. Spring Controller annotation is typically used in combination with annotated handler methods based on the RequestMapping annotation.
6. [**Spring @Repository**](https://www.journaldev.com/21460/spring-repository-annotation): Spring @Repository annotation is used to indicate that the class provides the mechanism for storage, retrieval, search, update and delete operation on objects.
7. [**Spring @Configuration**](https://www.journaldev.com/21033/spring-configuration-annotation): Spring @Configuration annotation is part of the spring core framework. Spring Configuration annotation indicates that the class has @Bean definition methods. So Spring container can process the class and generate Spring Beans to be used in the application.
8. [**Spring @Value**](https://www.journaldev.com/21448/spring-value-annotation): Spring @Value annotation is used to assign default values to variables and method arguments. We can read spring environment variables as well as system variables using @Value annotation.
9. [**Spring @PropertySource**](https://www.journaldev.com/21440/spring-propertysource): Spring @PropertySource annotation is used to provide properties file to Spring Environment. This annotation is used with @Configuration classes.
10. [**Spring @PostConstruct and @PreDestroy**](https://www.journaldev.com/21206/spring-postconstruct-predestroy): When we annotate a method in Spring Bean with @PostConstruct annotation, it gets executed after the spring bean is initialized.

When we annotate a Spring Bean method with PreDestroy annotation, it gets called when bean instance is getting removed from the context.

1. [**Spring @Async**](https://www.journaldev.com/20457/spring-async-annotation): Spring @Async annotation allows us to create asynchronous methods in spring. Let’s explore @Async in this tutorial on spring framework.

**(Again)**

@**Repository :** Spring @Repository Annotation. Spring @Repository annotation is used to indicate that the class provides the mechanism for storage, retrieval, search, update and delete operation on objects.

## @Component: This annotation serves as a specialization of @Component, allowing for implementation classes to be autodetected through classpath scanning.

**@ComponentScan(basePackages = "com.websystique.springmvc")** ComponentScan referes to package locations to find the associated beans.

**@Service** annotation is used in your service layer and annotates classes that perform service tasks, often you don't use it but in many case you use this annotation to represent a best practice. For example, you could directly call a DAO class to persist an object to your database but this is horrible. It is pretty good to call a service class that calls a DAO. This is a good thing to perform the separation of concerns pattern.

**@Controller** annotation is an annotation used in Spring MVC framework (the component of Spring Framework used to implement Web Application). The @Controller annotation indicates that a particular class serves the role of a controller. The @Controller annotation acts as a stereotype for the annotated class, indicating its role. The dispatcher scans such annotated classes for mapped methods and detects @RequestMapping annotations.

So looking at the Spring MVC architecture you have a DispatcherServlet class (that you declare in your XML configuration) that represent a front controller that dispatch all the HTTP Request towards the appropriate controller classes (annotated by @Controller). This class perform the business logic (and can call the services) by its method. These classes (or its methods) are typically annotated also with **@RequestMapping** annotation that specify what HTTP Request is handled by the controller and by its method.

@RequestBody: the @RequestBody annotation maps the HttpRequest body to a transfer or domain object, enabling automatic deserialization of the inbound HttpRequest body onto a Java object.

@PostMapping("/request")

public ResponseEntity postController(

  @RequestBody LoginForm loginForm) {

    exampleService.fakeAuthenticate(loginForm);

    return ResponseEntity.ok(HttpStatus.OK);

}

@ResponseBody: The @ResponseBody annotation tells a controller that the object returned is automatically serialized into JSON and passed back into the HttpResponse object.

@Controller

@RequestMapping("/post")

public class ExamplePostController {

    @Autowired

    ExampleService exampleService;

    @PostMapping("/response")

    @ResponseBody

    public ResponseTransfer postResponseController(

      @RequestBody LoginForm loginForm) {

        return new ResponseTransfer("Thanks For Posting!!!");

     }

}

{"text":"Thanks For Posting!!!"}

===================

**The @ModelAttribute**

1. @ModelAttribute can be used either as a method parameter or at the method level.
2. When the annotation is used at the method level it indicates the purpose of that method is to add one or more model attributes. Such methods support the same argument types as [@RequestMapping](https://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/web/bind/annotation/RequestMapping.html) methods but that cannot be mapped directly to requests.

Let's have a look at a quick example here to start understanding how this works:

|  |  |
| --- | --- |
|  | @ModelAttribute  public void addAttributes(Model model) {      model.addAttribute("msg", "Welcome to the Netherlands!"); |

}

1. **@ModelAttribute methods are invoked before the controller methods annotated with @RequestMapping are invoked.**
2. **As a Method Argument:** When used as a method argument, it indicates the argument should be retrieved from the model. When not present, it should be first instantiated and then added to the model and once present in the model, the arguments fields should be populated from all request parameters that have matching names.

|  |  |
| --- | --- |
|  | @RequestMapping(value = "/addEmployee", method = RequestMethod.POST)  public String submit(@ModelAttribute("employee") Employee employee) {      // Code that uses the employee object        return "employeeView";  } |

==============================

**@Qualifier annotation(**<https://www.baeldung.com/spring-qualifier-annotation>**)**

## Autowire Need for Disambiguation

The [@Autowired](https://www.baeldung.com/spring-autowire) annotation is a great way of making the need to inject a dependency in Spring explicit. And although it's useful, there are use cases for which this annotation alone isn't enough for Spring to understand which bean to inject.

By default, Spring resolves autowired entries by type.

**If more than one bean of the same type is available in the container, the framework will throw NoUniqueBeanDefinitionException**, indicating that more than one bean is available for autowiring.

Let's imagine a situation in which two possible candidates exist for Spring to inject as bean collaborators in a given instance:

|  |  |
| --- | --- |
|  | @Component("fooFormatter")  public class FooFormatter implements Formatter {        public String format() {          return "foo";      }  }    @Component("barFormatter")  public class BarFormatter implements Formatter {        public String format() {          return "bar";      }  }    @Component  public class FooService {      @Autowired      private Formatter formatter;  } |

If we try to load FooService into our context, the Spring framework will throw a NoUniqueBeanDefinitionException. This is because **Spring doesn't know which bean to inject**. To avoid this problem, there are several solutions. The @Qualifier annotation is one of them.

## 3. @Qualifier Annotation

By using the @Qualifier annotation, we can **eliminate the issue of which bean needs to be injected**.

Let's revisit our previous example and see how we solve the problem by including the @Qualifier annotation to indicate which bean we want to use:

|  |  |
| --- | --- |
|  | public class FooService {        @Autowired      @Qualifier("fooFormatter")      private Formatter formatter;  } |

By including the @Qualifier annotation together with the name of the specific implementation we want to use – in this example, Foo – we can avoid ambiguity when Spring finds multiple beans of the same type.

We need to take into consideration that the qualifier name to be used is the one declared in the @Component annotation.

Note that we could've also used the @Qualifier annotation on the Formatter implementing classes, instead of specifying the names in their @Component annotations, to obtain the same effect:

|  |  |
| --- | --- |
|  | @Component  @Qualifier("fooFormatter")  public class FooFormatter implements Formatter {      //...  }    @Component  @Qualifier("barFormatter")  public class BarFormatter implements Formatter {      //...  } |

## 4. @Qualifier vs @Primary

There's another annotation called [@Primary](https://www.baeldung.com/spring-primary) that we can use to decide which bean to inject when ambiguity is present regarding dependency injection.

This annotation **defines a preference when multiple beans of the same type are present**. The bean associated with the @Primary annotation will be used unless otherwise indicated.

Let's see an example:

|  |  |
| --- | --- |
|  | @Configuration  public class Config {        @Bean      public Employee johnEmployee() {          return new Employee("John");      }        @Bean      @Primary      public Employee tonyEmployee() {          return new Employee("Tony");      }  } |

In this example, both methods return the same Employee type. The bean that Spring will inject is the one returned by the method tonyEmployee. This is because it contains the @Primary annotation. This annotation is useful when we want to **specify which bean of a certain type should be injected by default**.

And in case we require the other bean at some injection point, we would need to specifically indicate it. We can do that via the @Qualifier annotation. For instance, we could specify that we want to use the bean returned by the johnEmployee method by using the @Qualifier annotation.

It's worth noting that **if both the @Qualifier and @Primary annotations are present, then the @Qualifier annotation will have precedence.** Basically, @Primary defines a default, while @Qualifier is very specific.

Let's see another way of using the @Primary annotation, this time using the initial example:

|  |  |
| --- | --- |
|  | @Component  @Primary  public class FooFormatter implements Formatter {      //...  }    @Component  public class BarFormatter implements Formatter {      //...  } |

**In this case, the @Primary annotation is placed in one of the implementing classes** and will disambiguate the scenario.

## 5. @Qualifier vs Autowiring by Name

Another way to decide between multiple beans when autowiring is by using the name of the field to inject. **This is the default in case there are no other hints for Spring**. Let's see some code based on our initial example:

|  |  |
| --- | --- |
|  | public class FooService {        @Autowired      private Formatter fooFormatter;  } |

In this case, Spring will determine that the bean to inject is the FooFormatter one since the field name is matched to the value that we used in the @Component annotation for that bean.

**////////// CommandLineRunner / ApplicationRunner//////////**

CommandLineRunner/ **ApplicationRunner** run() will get execute, just after applicationcontext is created and before springboot application starts up.  
It accepts the argument, which are passed at time of server startup.

## @Order Annotation Spring Boot

Whenever you have more than one class implementing the **CommandLineRunner / ApplicationRunner**, then you can use the **@Order** annotation mention which **run()** method

package com.javainterviewpoint;

import org.springframework.boot.CommandLineRunner;

import org.springframework.core.annotation.Order;

@Order(1)

public class NewHelloCommandLineRunner implements CommandLineRunner

{

@Override

public void run(String... args) throws Exception

{

System.out.println("New Hello Command Line Runner called");

}

}

package com.javainterviewpoint;

import org.springframework.boot.CommandLineRunner;

import org.springframework.core.annotation.Order;

@Order(2)

public class HelloCommandLineRunner implements CommandLineRunner

{

@Override

public void run(String... args) throws Exception

{

System.out.println("Old Hello Command Line Runner called");

}

}

=====================================================

@Component

**public** **class** AppStartupRunner implements ApplicationRunner {

**private** **static** final Logger logger = LoggerFactory.getLogger(AppStartupRunner.**class**);

@Override

**public** **void** run(ApplicationArguments args) throws Exception {

logger.info("Your application started with option names : {}", args.getOptionNames());

}

}

**//////////////////////Spring File Upload////////////////////**

### Spring MVC Multipart Configuration

To utilize Apache Commons FileUpload for handling multipart requests, all we need to do is configure multipartResolver bean with class as org.springframework.web.multipart.commons.CommonsMultipartResolver

servlet-context.xml

**<beans:bean**

**class="org.springframework.web.servlet.view.InternalResourceViewResolver">**

**<beans:property name="prefix" value="/WEB-INF/views/" />**

**<beans:property name="suffix" value=".jsp" />**

**</beans:bean>**

**Spring Question:** <https://www.javapedia.net/Spring-MVC-Interview-questions#qanda848>

**Difference between Spring Web MVC and Spring WebFlux.**

Spring Web MVC is the original web framework included with the spring framework as Servlet API and Servlet containers.

On the other hand, Spring Webflux, added in Version 5.0, is a reactive-stack web framework that provides fully non-blocking, supports reactive streams backpressure for web applications. Webflux also runs on servers like Netty, Undertow, and Servlet 3.1 + containers.

**Why Java web apps has dot(.) do extensions?**

do extension implies "do something". This extension convention is followed from struts1.

With the web application upgrades developers might have thought to retain and continue to use the do extension for backward compatibility.

**How to enable browser caching of static resources (JS, CSS) with Spring MVC?**

Using mvc:resources tag we can specify the cache period.

<mvc:resources mapping="/resources/\*\*" location="/WEB-INF/resources/"

cache-period="31556926"/>

Also mvc:interceptor can be used to specify the cache settings.

<mvc:interceptor>

<mvc:mapping path="/WEB-INF/resources/\*"/>

<bean id="webContentInterceptor"

class="org.springframework.web.servlet.mvc.WebContentInterceptor">

<property name="cacheSeconds" value="31556926"/>

<property name="useExpiresHeader" value="true"/>

<property name="useCacheControlHeader" value="true"/>

<property name="useCacheControlNoStore" value="true"/>

</bean>

</mvc:interceptor>

Q; JNDI:**(**apache-tomcat/conf Directory**)**

JNDI stands for **Java Naming and Directory Interface**. It comes standard with J2EE. What is its basic use? With this API, you can access many types of data, like objects, devices, files of naming and directory services, eg. it is used by EJB to find remote objects. Define in:

**Server.xml and context.xml And Application context.xml**

**How JNDI lookup differs between Tomcat and weblogic server?**

In Weblogic, the JNDI lookup for "dsJDBC" is just "dsJDBC" whilst in Tomcat, it accepts only the the formal format "java:comp/env/jdbc/dsJDBC".

In Tomcat, JndiLocatorSupport has a property resourceRef. When setting this true, "java:comp/env/" prefix will be prepended automatically.

**What is resource-ref in web.xml used for?**

It resource reference to an object factory for resources such as a JDBC DataSource, a JavaMail Session, or custom object factories configured into Tomcat or any other application server

**Use of BindingResult interface in Spring MVC.**

Use a BindingResult object as an argument to the validate method of a Validator inside a Controller and the BindingResult object will hold the validation errors.

validator.validate(modelObject, bindingResult);

if (bindingResult.hasErrors()) {

// Handle error

}

**Difference between Spring MVC and Spring Web Flow.**

Spring MVC is the standard solution for MVC by Spring for your web applications and it comprises of a view(your JSP page) , a controller class (annotated with @Controller ) and a model which represents your data.

Spring Webflow is built on top of Spring MVC and differs in purpose although it inherits most of the features of Spring MVC. Spring webflow is more suited for wizard/workflow style applications where you enter data on a form and that has to pass through a series of validations and capture number of additional data on different pages before you complete your business process

**Is transaction managed at DAO or Service layer in Spring?**

At service layer.

**How do I configure Spring MVC view in @Configuration class without spring XML?**

Create a bean in @Configuration class for UrlBasedViewResolver. This bean has different methods like setPrefix, setSuffix and setViewClass.

@Bean

public UrlBasedViewResolver setupViewResolver() {

UrlBasedViewResolver resolver = new UrlBasedViewResolver();

resolver.setPrefix("/views/");

resolver.setSuffix(".jsp");

resolver.setViewClass(JstlView.class);

return resolver;

}

**How do I configure DispatcherServlet without using web.xml in Spring MVC?**

Create a class implementing WebApplicationInitializer interface and implement onStartup() method. In this method we can register all the annotation based application configuration classes, servlet and its mappings, listener etc including DispatcherServlet.

public class WebAppInitializer implements WebApplicationInitializer {

public void onStartup(ServletContext servletContext) throws ServletException {

AnnotationConfigWebApplicationContext ctx = new AnnotationConfigWebApplicationContext();

ctx.register(ApplicationConfig.class);

ctx.setServletContext(servletContext);

Dynamic dynamic = servletContext.addServlet("dispatcher", new DispatcherServlet(ctx));

dynamic.addMapping("/");

dynamic.setLoadOnStartup(1);

}

}

**How to start Spring MVC using spring boot?**

Spring provides spring-boot-starter-web that can resolve all Spring MVC required JAR. In our project, we can include it using maven as dependency.

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

<version>1.2.2.RELEASE</version>

</dependency>

**Advantage of using HandlerInterceptorAdapter in Spring MVC framework.**

Implementing HandlerInterceptor interface forces to implement all the three methods preHandle(), postHandle() and afterCompletion() irrespective of whether it is needed or not. To avoid that, you can use HandlerInterceptorAdapter class that implements HandlerInterceptor and provides default empty implementations. Extending HandlerInterceptorAdapter class allows you to override only the method that are required.

**Explain Spring MVC Interceptor.**

HandlerInterceptor interface can be used in spring mvc application to pre-handle and post-handle web requests that are handled by Spring MVC controllers. These handlers are mostly used to manipulate the model attributes returned/submitted before it is passed to the views/controllers.

A handler interceptor can be registered for particular URL mappings so that it only intercepts requests mapped to certain URLs. Each handler interceptor must implement the HandlerInterceptor interface, which contains three callback methods for you to implement: preHandle(), postHandle() and afterCompletion().

**What is the front controller class of Spring MVC?**

A front controller is defined as a controller that handles all requests for a Web Application. DispatcherServlet servlet is the front controller in Spring MVC that intercepts every request and then dispatches requests to an appropriate controller. When a web request is sent to a Spring MVC application, dispatcher servlet first receives the request. Then it organizes the different components configured in Spring?s web application context (e.g. actual request handler controller and view resolvers) or annotations present in the controller itself, all needed to handle the request.

Explain MultipartResolver in Spring framework?

Spring provides MultipartResolver to handle the file upload process in web application. There are two concrete implementations included in Spring.

**CommonsMultipartResolver for Jakarta Commons FileUpload.**

StandardServletMultipartResolver for Servlet 3.0 Part API.

To define an implementation, create a bean with the id 'multipartResolver' in DispatcherServlet application context. Such a resolver gets applied to all requests handled by that DispatcherServlet. If a DispatcherServlet detects a multipart request, it will resolve it via the configured MultipartResolver and pass a wrapped HttpServletRequest. Controllers can then cast their given request to the MultipartHttpServletRequest interface, which permits access to any MultipartFiles.

**How does Spring MVC provide validation support?**

Spring supports validations primarily into two ways.

Using JSR-303 Annotations and any reference implementation, for example, Hibernate Validator.

Using custom implementation of org.springframework.validation. Validator interface.

**What is Spring MVC framework?**

The Spring web MVC framework facilitates model-view-controller (MVC) architecture and ready components that can be used to develop flexible and loosely coupled web applications.

The MVC pattern separates the different aspects of an application (for example, input logic, business logic, and UI logic) and also enables loose coupling between model, view and controller within the application.

**Advantages of Spring MVC framework over other MVC framework.**

Clear separation of roles. - Model, controller, validator, command object, form object, DispatcherServlet, handler mapping, view resolver, etc. Each role can be fulfilled/extended by a specialized object.

* Powerful and straightforward configuration of framework and application API as JavaBeans.
* Reusable business code. You can use existing business objects as command or form objects instead of mirroring them in order to extend a particular framework base class.
* Customizable binding and validation.
* Customizable handler mapping and view resolution.
* Convenient locale and theme resolution.
* A JSP form tag library, introduced in Spring 2.0, makes it easier to write forms in JSP pages.
* support for different response types; generate XML, JSON, Atom etc.
* Flexible data binding: on a type mismatch, it is displayed as a validation error on the screen. Any plain Business POJO can be directly configured as form-backing object.

**Explain the request flow and its lifecycle in Spring MVC.**

The request will be received by DispatcherServlet as the first step.

DispatcherServlet gets the help of HandlerMapping and maps the @Controller class associated with the given request to delegate the request.

So request gets transferred to the @Controller, and then @Controller will process the request by executing appropriate methods and returns ModeAndView object (contains both Model data and View name) back to the DispatcherServlet.

Now DispatcherServlet send the model object to the ViewResolver to resolve and retrieve the actual view page.

DispatcherServlet will pass the Model object to the View page to display the result and create the Response.

Finally DispatcherServlet sends the response back to the browser.

**What is DispatcherServlet in Spring MVC Framework?**

Spring web MVC framework is request-driven, flows through the central Servlet, DispatcherServlet that handles all the HTTP requests and responses. Spring's DispatcherServlet is completely integrated with the Spring IoC container so it allows you to use every feature that Spring has along with Request handling.

After receiving an HTTP request, DispatcherServlet gets helps from the HandlerMapping (configuration files) to resolve and call the appropriate Controller. The Controller takes the request and calls the appropriate service methods and set model data and then returns view name to the DispatcherServlet. The DispatcherServlet will take help from ViewResolver to resolve the defined view for the request. Once view is finalized, The DispatcherServlet passes the model data to the view which is finally rendered on the browser.

<web-app>

<display-name>SpringMVC Demo App</display-name>

<servlet>

<servlet-name>springMVC</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>springMVC</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

By default, DispatcherServlet resolves its configuration file using <servlet\_name>-servlet.xml. For example, with the above web.xml file, DispatcherServlet will look for springMVC-servlet.xml file in classpath.

DispatcherServlet is the front controller in Spring MVC that intercepts every requests and then dispatches/forwards it to an appropriate controller.

**Spring MVC Framework: What is ContextLoaderListener?**

ContextLoaderListener reads the spring configuration file specified using 'contextConfigLocation' in web.xml, parses it and loads the beans defined in that config file to the ApplicationContext.

<servlet>

<servlet-name>springMVC</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/applicationContext.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

The ContextLoaderListener has purposes like,

binding the lifecycle of the ApplicationContext with that of lifecycle of the ServletContext.

creates the ApplicationContext and WebApplicationContext.

**What is the difference between ApplicationContext and WebApplicationContext in Spring MVC?**

Web Application context extends Application Context which is designed to work with the standard javax.servlet.ServletContext to communicate with the container.

Beans that are instantiated in WebApplicationContext will also be able to use ServletContext if they implement ServletContextAware interface.

**Can we have multiple Spring configuration files in Spring MVC?**

Yes, we can have more than one spring context files. The following are the 2 ways to configure multiple context files.

1. Specify the list of files in web.xml file using contextConfigLocation init parameter.

<servlet-name>springMVC</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>

WEB-INF/spring-core-context.xml,

WEB-INF/spring-DAO.xml,

WEB-INF/spring-Services.xml

</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>springMVC</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

2. Import the configuration files into a existing configuration file that is already configured.

<beans>

<import resource="spring-core-context.xml"/>

<import resource="spring-DAO.xml"/>

<import resource="spring-services.xml"/>

... //other configurations

</beans>

**What are the Spring MVC Annotations?**

The @Component annotation marks a java class as a bean so the component-scanning mechanism of spring loads it into the application context.

The @Repository annotation is a specialization of the @Component with similar behavior and functionality. In addition to importing the DAOs into the DI container, it also makes the unchecked exceptions (thrown from DAO methods) eligible for translation into Spring DataAccessException.

**What is a Controller in Spring MVC framework?**

A Controller class is responsible to handle different kind of client requests based on the request mappings. We can create a controller class by using @Controller annotation. Usually it?s used with @RequestMapping annotation to define handler methods for specific URI mapping.

**What is the default scope of Spring MVC controllers?**

Spring MVC controllers are singleton by default and any controller object variable/field will be shared across all the requests and sessions.

If the object variable should not be shared across requests, one can use @Scope("request") annotation above your controller class definition to create instance per request.

Sping MVC - pass model between controllers.

avoid redirect instead use forward.

**Difference Between @RequestParam and @PathVariable in Spring MVC.**

@RequestParam and @PathVariable annotations are used for accessing the values from the request.

The primary difference between @RequestParam and @PathVariable is that @RequestParam used for accessing the values of the query parameters where as @PathVariable used for accessing the values from the URI template.

**Explain Interceptors in Spring MVC framework.**

Handler interceptors are required when specific functionality need to be applied to certain requests. Handler Interceptors should implement the interface HandlerInterceptor and override the below methods.

**preHandle** is called before the actual handler is executed;

**postHandle** is called after the handler is executed;

**afterCompletion** is called after the request is complete.

**What is view Resolver pattern and how does it work in Spring MVC?**

View Resolver pattern is a J2EE pattern that enables a web application to dynamically select its view technology. For example, HTML, JSP, Tapestry, JSF, XSLT etc. In this pattern, View resolver holds mapping of different views, controller return name of the view, which is then delegated to the View Resolver for selecting an appropriate view. Spring MVC framework supplies inbuilt view resolver for selecting views.

**Advantages of Spring MVC over Struts.**

Spring provides an integrated framework for all tiers of your application.

Spring provides a very clean separation between controllers, JavaBean models, and views.

Spring Controllers are configured using IoC like any other objects. This makes them easy to test and integrated with other objects managed by Spring.

Spring MVC web tiers are typically easier to test than Struts web tiers, due to the elimination forced concrete inheritance and explicit dependence of controllers on the dispatcher servlet.

Spring MVC is entirely based on interfaces that makes it very flexible unlike Struts, which forces your Action and Form objects into concrete inheritance.

Spring MVC is truly view-agnostic. you may choose view as JSP or Velocity, XLST or other view technologies.Developers can easily implement the Spring View interface to create a custom view mechanism.

Spring provides interceptors as well as controllers, making it easy to factor behaviors common to the handling of many requests.

**What is ModelAndView in Spring MVC Framework?**

ModelAndView is an object that holds both the model and view. The handler returns the ModelAndView object and DispatcherServlet resolves the view using View Resolvers and View.

The View is an object which contains view name in the form of the String and model is a map to add multiple objects.

In the below example 'employeeDetails' is the view name.

ModelAndView model = new ModelAndView("employeeDetails");

model.addObject("employeeObj", new EmployeeBean(123));

model.addObject("msg", "Employee information.");

return model;

**What are the different Controller implementations in Spring MVC framework?**

Controller,

AbstractCommandController,

SimpleFormController,

WizardFormController,

and MultiActionController.

**What is a MultipartResolver in Spring MVC framework?**

MultipartResolver interface is used for uploading files; CommonsMultipartResolver and StandardServletMultipartResolver are 2 implementations provided by spring framework to facilitate file uploading. By default there are no multipart resolvers configured, to enable it define a bean named 'multipartResolver' with type as MultipartResolver in spring bean configurations.

Once configured, any multipart request will be resolved by the configured MultipartResolver and pass on a wrapped HttpServletRequest. Then it is used in a controller class to get the file and process it.

**How do I handle exceptions in Spring MVC Framework?**

Spring MVC Framework provides the following methods to achieve robust exception handling.

Controller Based- define the exception handler methods in controller classes and annotate these methods with @ExceptionHandler annotation.

Global Exception Handler- Exception Handling is a cross-cutting concern and Spring provides @ControllerAdvice annotation that we can use with any class to define our global exception handler.

HandlerExceptionResolver implementation- Spring Framework provides HandlerExceptionResolver interface that we can implement to create global exception handler. The reason behind this additional way to define global exception handler is that Spring framework also provides default implementation classes that we can define in our spring bean configuration file to get spring framework exception handling benefits.

**How do I handle views in Spring MVC using XML?**

To handle views in Spring MVC, we need to configure InternalResourceViewResolver bean in spring XML where we need to define prefix and suffix of the views name.

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/pages/"/>

<property name="suffix" value=".jsp"/>

</bean>

How to create Controller in Spring MVC?

To create a Controller in Spring MVC, create a class and annotate it with @Controller and @RequestMapping annotations. @Controller declares this class as a controller and @RequestMapping defines the path mapping of request url to the controller.

**Spring MVC:**

**How to access values from Model in JSP?**

Use JSTL, to retrieve values from Model as ,

${userId}.

**How to configure DispatcherServlet without web.xml in Spring MVC?**

Create a class implementing WebApplicationInitializer interface and override onStartup() method. In the method, we can register annotation based application configuration class, servlet and mappings, listener etc.

**What is the role of @EnableWebMvc in Spring MVC?**

Using @EnableWebMvc, spring enables the MVC related configuration.

@EnableWebMvc annotation is applied on configuration class with @Configuration annotation.

**How do I create a Spring MVC controller without a view?**

Set the controller method return type as void and mark the method with @ResponseBody annotation.

**How do I return a string from the Spring MVC controller without a view?**

Set the return type of the method as String and mark the method with @ResponseBody annotation.

@RequestMapping(value="/returnHelloWorld", method=GET)

@ResponseBody

public String returnHelloMethod() {

return "Hello world!";

}

**Explain @ResponseBody annotation in Spring MVC.**

When a controller method is marked with @ResponseBody, spring deserializes the returned value of the method and writes it directly to the Http Response automatically.

The return value of the method constitute the body of the HTTP response and not placed in a Model, or interpreted as a view name.

**Q: Explain @RequestBody annotation in Spring MVC.**

Spring automatically converts the content of the incoming request body to the parameter object when annotated with the @RequestBody annotation.

@ResponseBody @RequestMapping("/getUserInfo")

public String getUserInformation(@RequestBody UserDetails user){

return user.getFirstName() + " " + user.getLastName();

}

**Q: How do I quickly resolve MVC RequestMapping calling wrong controller method?**

Construct the base URI and then use path variables. If the issue persists, change the method from GET to POST or vice versa for one of the methods.

**Q: What does request.getParameter return when the parameter does not exist in Spring MVC/Servlet?**

The return type of the getParamter is String and it returns null if the parameter does not exist.

**Q: RestTemplate: How do you resolve SSLHandShakeException?**

Installing Java Cryptography Extension (JCE) Unlimited Strength Jurisdiction Policy Files in your java 7/8 installation is one of the ways to resolve SSL handshake failure.

**Q: How do I map the JSON field name to a different Java class property name?**

Using @JsonProperty("JSON propery name") we can configure and map POJO class property name with the JSON property.

**Q: How do I configure JNDI DataSource in Spring Web Application?**

//How to configure JNDI datasource for MySQL in Apache Tomcat with Spring Boot web application

To use the servlet container configured JNDI DataSource, we need to wire it in the spring bean configuration file and then inject it to spring beans as dependency. Once done, we can use it with JdbcTemplate to perform database operations.

< bean id="dataSource" class="org.springframework.jndi.JndiObjectFactoryBean">

< property name="jndiName" value="java:comp/env/jdbc/MySQLDB"/>

< /bean>

**Q: How to implement localization in Spring MVC applications?**

Spring framework provides LocaleResolver to support the internationalization and localization. To have your Spring MVC application support the internationalization, you will need to register two beans.

SessionLocaleResolver resolves locales by inspecting a predefined attribute in the user's session. If the session attribute does not exist, this locale resolver determines the default locale from the accept-language HTTP header.

LocaleChangeInterceptor interceptor detects if a special parameter is present in the current HTTP request. The parameter name can be customized with the paramName property of this interceptor. If such a parameter is present in the current request, this interceptor changes the user? locale according to the parameter value.

# Q:[What are the differences between Model, ModelMap, and ModelAndView?](https://stackoverflow.com/questions/18486660/what-are-the-differences-between-model-modelmap-and-modelandview)

**Model**: is an interface it contains four addAttribute and one mergeAttribute method.

**ModelMap**: implements Map interface. while ModelMap is a class .It also contains Map method.

**ModelAndView**: It allows a controller return both as a single value.ModelAndView is just a container for both a ModelMap and a view object. It allows a controller to return both as a single value.

**Spring Project Work**

1. **Spring MVC Project WebChat**

* **Create maven project**
* **Add jar dependencies (**<spring.version>4.3.9.RELEASE</spring.version>**)**
* **Spring Transaction jar (Spring context, Spring-tx, Spring-jdbc)**